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Abstract—Steganography is the art and science of writing hidden messages in such a way
that no one apart from the intended recipient knows of the existence of the message; this is
in contrast to cryptography, where the existence of the message itself is not disguised, but
the content is obscured. Medical information about the patient is very sensitive and security
solutions are needed to make the information secure during transmission and distribution. This
paper proposes an image steganography as a means to hide this secret information inside the
image. The proposed method ensures that there is minimal change in the medical image since
any degradation will reduce the clinical value of the image. The proposed method encodes
the data into the image in a randomized manner. This paper proposes a framework for data
embedding using hashing, encryption and randomization, where in other hashing, encryption
and randomization techniques can be plugged into the model as per security needs.

1. INTRODUCTION

The medical images are playing an important role in making optimal diagnosis. Clinicians an-
alyze the medical images and add annotations and opinions. The existing e-diagnosis system is
discussed in [XQJ2003], the paper also proposes an e-diagnosis scheme. In order to obtain a second
opinion from a physician in a distant area, he should have the privilege to access the system by
Internet for the patient images and reports. It may be impractical to let many outside physicians
have their accounts to access the system. This increases the load on the system and would hurt
patient information security.

In the proposed system, the clinician analyses the image, records the annotations and diagnosis
comments, embeds the details into the image, and then transmits the image through the Internet to
another clinician. Image and data are integrated into a single unit. The data that is to be embedded
into the image is first compressed using a compression algorithm. It is then encrypted and embedded
into the image using the proposed techniques. The encryption procedure and the data embedding
procedure use pseudorandom generator and hashing algorithm which can be replaced by standard
or custom implementations. This paper provides a framework for data encryption and embedding
using hashing and randomization. The paper also proposes a protocol format for embedding files
of any format into the image. The data embedding procedure works on the basis of the protocol
format.
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2. OVERALL FUNCTIONALITY

The proposed system functionality is illustrated in Fig. 1. Physician A views the image from
the image repository and diagnoses the image. He records his diagnosis comments and annotations.
This information can be stored in a file or set of files. The file(s) is (are) first compressed and then
encrypted. Then the encrypted files can be embedded inside the image using the data embedding
procedure. The proposed protocol format is used for data embedding inside the image. The output
of the data embedding process is the stego image which is transmitted over the internet to other
physicians. This image is given as input to the data extraction procedure and the data is extracted
from the image. Then the data is given to the decryption algorithm and the compressed file is
obtained, which is passed on to the decompression algorithm and the output is the file(s) containing
the diagnosis comments entered by Physician A. The system uses symmetric keys, i.e. the keys used
for encryption / decryption and embedding / extracting are same. One advantage of embedding
multiple files is that, the keys used for encryption can be hidden as a file along with other files.

The sender (Physician A) compresses and encrypts the secret information to be transmitted
using secret key K1 (crypto key) and number of key encryption cycles N1. The encrypted data is
embedded inside the cover image using secret key K2 (stego key) and number of key encryption
cycles N2. The stego image is transmitted through the communication network and at the receiver
end the data is extracted using the secret key K2 and the number of key encryption cycles N2. Then
the secret key K1 and the number of key encryption cycles N1 is used to decrypt the cipher text. The
original information is obtained after decompression. The proposed algorithms for cryptography,
steganography and the protocol format are explained in detail in section 3.

3. PROPOSED ALGORITHMS FOR CRYPTOGRAPHY AND STEGANOGRAPHY

3.1. Cryptographic Algorithm

The inputs for the encryption procedure are plain text, crypto key and the number of encryption
cycles for the crypto key encryption. The output is the cipher text. The inputs for the decryption
procedure are cipher text, crypto key and the number of encryption cycles for the crypto key
encryption. The output is the plain text.

3.1.1. Encryption Procedure

The plain text ‘P’ is converted into the cipher text ‘C’ using the key ‘K’ and the number of
encryption cycles for the crypto key encryption ‘N’.

The steps involved in the encryption procedure are as follows:
1. The key ‘K’ is converted into a 128 bit offset value using MD5 hashing algorithm. This 128 bit

value is used as seed to initialize a pseudorandom generator and the key is encrypted by performing
a XOR operation between every byte in the key and a randomly selected value between 0 and 255.
The entire key is encrypted in a similar manner.

2. The encryption of the key takes place for ‘N’ cycles specified by the user. The encrypted key
generated in each cycle is converted into a 128 bit offset and used to initialize the pseudorandom
generator for the next cycle of key encryption.

3. After the specified number of encryption cycles the encrypted key generated in the final cycle
is converted into a 128 bit offset. The block size for file encryption is equal to key size i.e. 128 bits.

4. The plain text is converted into cipher text of same size in a two stage process. The plain text
is first converted into intermediate cipher text and then the intermediate cipher text is converted
into cipher text.

5. In the first stage there are various methods for generating the intermediate cipher text out of
which one method is selected at random. The 128 bit offset is used for:
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Fig. 1. Proposed system workflow

(i) Initializing the pseudorandom generator before one of the method is selected at random.
(ii) Initializing the pseudorandom generator for the conversion of intermediate cipher text to cipher

text.
(iii) Converting the plain text to intermediate cipher text by performing XOR operation.
(iv) Initializing the pseudorandom generator for any shuffling operation to be performed after split-

ting the key during intermediate cipher text generation process.

6. The proposed methods of intermediate cipher text generation are as follows. The 128 bit
offset is divided into 16 bytes (16 parts). The 128 bit offset is XOR-ed with data in various ways
to generate the intermediate cipher text. They are as follows:
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(i) Each byte is XOR-ed with a byte of plain text to get a 128 bit result. The 128 bit offset is
cyclically right shifted by 8 bits and again XOR-ed with the 128 bit result obtained from the
previous operation. The same operation is repeated for 16 iterations.

(ii) Each byte is XOR-ed with a byte of plain text to get a 128 bit result. The 128 bit offset is
right shifted (non cyclic) by 8 bits and again XOR-ed with the 128 bit result obtained from the
previous operation. The same operation is repeated for 16 iterations.

(iii) Each byte is XOR-ed with a byte of plain text to get a 128 bit result. The 128 bit offset is
cyclically left shifted by 8 bits and again XOR-ed with the 128 bit result obtained from the
previous operation. The same operation is repeated for 16 iterations.

(iv) Each byte is XOR-ed with a byte of plain text to get a 128 bit result. The 128 bit offset is
left shifted (non cyclic) by 8 bits and again XOR-ed with the 128 bit result obtained from the
previous operation. The same operation is repeated for 16 iterations.

(v) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. Shuffle 16
parts of the offset each and every time by reinitializing the pseudorandom generator with the
shuffled offset used in the previous iteration. The same operation is repeated for 16 iterations.

(vi) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. Shuffle 16
parts of the offset each and every time (without reinitializing the pseudorandom generator). The
same operation is repeated for 16 iterations.

(vii) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. The 128 bit
offset is cyclically right shifted by 8 bits and again XOR-ed with the 128 bit result obtained
from the previous operation. The same operation is repeated for 16 iterations.

(viii) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. The 128 bit
offset is right shifted (non cyclic) by 8 bits and again XOR-ed with the 128 bit result obtained
from the previous operation. The same operation is repeated for 16 iterations.

(ix) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. The 128 bit
offset is cyclically left shifted by 8 bits and again XOR-ed with the 128 bit result obtained from
the previous operation. The same operation is repeated for 16 iterations.

(x) Shuffle 16 parts of the offset and XOR with the plain text to get a 128 bit result. The 128 bit
offset is left shifted (non cyclic) by 8 bits and again XOR-ed with the 128 bit result obtained
from the previous operation. The same operation is repeated for 16 iterations.

(xi) Each byte of plain text is XOR-ed with randomly selected value between 0 and 255 to get a
128 bit result. The 128 bit offset is cyclically right shifted by 8 bits and used to reinitialize the
pseudorandom generator for next iteration. The same operation is repeated for 16 iterations.

(xii) Each byte of plain text is XOR-ed with randomly selected value between 0 and 255 to get a 128
bit result. The 128 bit offset is right shifted (non cyclic) by 8 bits and used to reinitialize the
pseudorandom generator for next iteration. The same operation is repeated for 16 iterations.

(xiii) Each byte of plain text is XOR-ed with randomly selected value between 0 and 255 to get a
128 bit result. The 128 bit offset is cyclically left shifted by 8 bits and used to reinitialize the
pseudorandom generator for next iteration. The same operation is repeated for 16 iterations.

(xiv) Each byte of plain text is XOR-ed with randomly selected value between 0 and 255 to get a
128 bit result. The 128 bit offset is left shifted (non cyclic) by 8 bits and used to reinitialize the
pseudorandom generator for next iteration. The same operation is repeated for 16 iterations.

(xv) Each byte of plain text is XOR-ed with randomly selected value between 0 and 255 to get a 128
bit result. Each byte of the 128 bit result is XOR-ed with randomly selected value between 0
and 255 (without reinitializing the pseudorandom generator). The same operation is repeated
for 16 iterations.

There are many other operations similar to those mentioned above to generate the intermediate
cipher text. For example, more combinations can be formed by repeating some of the above steps
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by reinitializing the random number generator between every cycle of XOR operation. Based on the
security requirements other ways can be added to increase the security, as the increase in number
of ways used to generate the intermediate cipher text increases the complexity involved in breaking
the cipher increases.

7. Each byte in the intermediate cipher text is XOR-ed with a randomly selected number between
0 and 255. This byte is converted into ASCII value. In this way 128 bit cipher text for the given
128 bit plain text is obtained.

8. This block of cipher text is written into a file and the next block of plain text is obtained for
encryption. The encrypted key is again encrypted and the 128 bit offset value is again computed.
This is used to initialize the pseudorandom generator and used as the key for next block of plain
text.

Thus the entire file is encrypted. If the file size is not an exact multiple of the block size then
the last block is less than 128 bits in size. The required number of bits in the key is used for the
last block. The key length decides the block size for encryption and also the number of iterations
in the XOR-ing process during the intermediate cipher text generation process.

3.1.2. Decryption Procedure

The cipher text ‘C’ is converted into the plain text ‘P’ using the key ‘K’ and the number of
encryption cycles for the crypto key encryption ‘N’.

The steps involved in the decryption procedure are as follows:
1. The key ‘K’ is converted into a 128 bit offset value using MD5 hashing algorithm. This 128 bit

value is used as seed to initialize a pseudorandom generator and the key is encrypted by performing
a XOR operation between every byte in the key and a randomly selected value between 0 and 255.
The entire key is encrypted in a similar manner.

2. The encryption of the key takes place for ‘N’ cycles specified by the user. The encrypted key
generated in each cycle is converted into a 128 bit offset and used to initialize the pseudorandom
generator for the next cycle of key encryption.

3. After the specified number of encryption cycles the encrypted key generated in the final cycle
is converted into a 128 bit offset. The pseudorandom generator generates the same sequence of
random numbers when it is initialized with the same seed value. The block size for file decryption
is same as the key size i.e. 128 bits.

4. The cipher text is converted into plain text in a two step process. The first step involves the
conversion of the cipher text to intermediate cipher text and then the intermediate cipher text is
converted into plain text.

5. The first block of cipher text is read from the file. The 128 bit offset obtained from the
encrypted crypto key is used to initialize the pseudorandom generator. Each byte in the cipher text
is XOR-ed with a randomly selected number between 0 and 255. This gives the intermediate cipher
text.

6. The next step is the conversion of intermediate cipher text to plain text. The conversion
requires the computation of all the 128 bit offsets used for 16 iterations in advance, because the
XOR operation between the intermediate cipher text and the 128 bit offset must performed in the
reverse order. Consider the following equation, A XOR B gives C and C XOR D gives E, i.e.,

C = A XOR B, E = C XOR D

To get back A from E the following operations must be performed, E XOR D gives C and C
XOR B gives A, i.e.

C = E XOR D, A = C XOR B
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Thus when the same seed value is used for initializing the pseudorandom generator it generates
the same sequence of random numbers used during the encryption process. The same method of
intermediate cipher text generation process gets selected and the corresponding reverse operation
is performed to get the plain text from the intermediate cipher text. In this way the 128 bit plain
text block is obtained from the 128 bit cipher text block.

7. Then this plain text block is written into a file and the next bock of cipher text is obtained
for decryption. The encrypted key used for previous block is again encrypted and the 128 bit offset
value is again computed. This is used for decrypting the next block of cipher text. As during
encryption if the last block size is less than 128 bits then required number of bits in the key are
used. Thus the entire file is decrypted.

In the proposed algorithms MD5 hashing algorithm is used for hashing, this can be replaced by
other algorithms like SHA-1, SHA-256, etc can be used. As the key size varies the number or XOR
iterations in the intermediate cipher text computation and the block size of the data varies.

3.2. Steganographic Algorithm

The data embedding and extraction method describes how multiple files of any format are hidden
inside an image. The inputs for embedding data are cover image, the files that are to be embedded
inside the cover image, stego key and the number of encryption cycles for stego key encryption.
The output is stego image. The inputs for the data extraction procedure are stego image, stego
key and the number of encryption cycles for stego key encryption. The output is set of files present
inside the stego image.

The fields present in the protocol format used for data embedding and extraction are explained
below:

The PAH – Password Authentication Header is the SHA-1 hash of the password that is used
for data embedding. The password entered by the receiver is hashed and compared with the PAH,
only when both are same the receiver can extract the files from the image. The PAH is 160 bits
long.

The NOF – Number of Files indicates the number of files stored inside the image. Maximum of
255 files is supported at present.

After embedding these details each and every file’s data is embedded along with particular header
information. The header contains information pertaining to data storage mode, data encryption
mode, data compression mode, file size, file name and format information.

The DSM n – Data Storage Mode of nth file indicates the method of data embedding in the LSB,
whether it is 1 LSB, 2 LSBs or either of the 2 LSBs at random. A pixel is selected at random and
the pixel value can be used in case of 8 bit grayscale bitmap and one among the RGB components
present in the pixel can be used at random in case of a 24 bit bitmap. At present 4 modes are
proposed. These are 1 LSB for grayscale image and 1 LSB or 2 LSBs or either of 2 LSBs for 24 bit
bitmaps. The number of LSBs used for data storage is proportional to the image distortion. The
DSM for a particular file is selected at random. This field is 8 bits long.

The DEM n – Data Encryption Mode of nth file indicates the encryption algorithm used for
file encryption. The proposed encryption can be used along with provision for other cryptographic
algorithms. The DEM for a particular can be standardized or be selected at random from a set of
algorithms. This field is 8 bits long.

The DCM n – Data Compression Mode of nth file indicates the compression technique used for
file compression. The file is compressed before encryption. Compression aids encryption by reducing
the redundancy of the plaintext. If an encryption algorithm is good, it will produce output which is
statistically indistinguishable from random numbers and no compression algorithm will successfully
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Fig. 2. Protocol Format for Data Embedding and Extraction

compress random numbers. On the other hand, if a compression algorithm succeeds in finding a
pattern to compress out of an encryption’s output, there is a flaw in the encryption algorithm.

The LFN n – Length of File Name of nth File indicates the number of characters present in the
file name including the extension. Suppose the file name is ‘abc.txt’ then LFN is 7. This field is 8
bits long. If the file name with extension is greater than 255 characters the rightmost 255 characters
are taken since the extension needs to be preserved.

The FN n – File name of nth File indicates the filename along with extension. Files of various
formats have different headers. To reduce the header processing overhead the file extension infor-
mation is stored along with the filename, since the operating system uses the extension to decide
the application used to open the file.

The LCFS n – Length of Compressed File Size of nth File indicates the number of digits present
in the hexadecimal representation of the file size. This field is 8 bits long.

The CFS n – File Size of nth Compressed File indicates the file size represented in hexadecimal.
If the file size is 1024 B then the hexadecimal representation is 400, the LCFS will be 3. Since each
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hexadecimal digit needs 4 bits, 1 byte can hold 2 digits. In case of odd number of digits a zero is
appended in the front, for e.g. 400 gets converted as 0400 and it is stored in 2 bytes.

The CF n Data – Data in nth Compressed File represents the compressed file data.
The AC n – Authentication Checksum for file n is the SHA-1 hash computed over DSM, DEM,

DCM, LFN, FN, LCFS, CFS and CF Data of a file. This ensures the data integrity of the file and
its header. This field is 160 bits in length.

The OAC – Overall Authentication Checksum is the checksum computed over all the fields except
the PAH – Password Authentication Header. This ensures overall data integrity.

The PAH, NOF, OAC and the DSM fields are embedded using 2 LSBs. Other fields are em-
bedded based on the DSM of a particular file.

(a) Data embedding procedure

The cover image can be gray scale bitmap (8 bit or 24 bit) or 24-bit true color bitmap image.
The stego image obtained is same as the cover image. The set of files ‘F’ are embedded inside cover
image ‘C’ using the key ‘K’ and the number of encryption cycles for the stego key encryption ‘N’
there by producing the stego image ‘S’ as output.

The steps involved in the data embedding procedure are as follows:
1. The key ‘K’ is converted into a 128 bit offset value using MD5 hashing algorithm. This 128 bit

value is used as seed to initialize a pseudorandom generator and the key is encrypted by performing
a XOR operation between every byte in the key and a randomly selected value between 0 and 255.
The entire key is encrypted in a similar manner.

2. The encryption of the key takes place for ‘N’ cycles specified by the user. The encrypted key
generated in each cycle is converted into a 128 bit offset and used to initialize the pseudorandom
generator for the next cycle of key encryption.

3. After the specified number of encryption cycles the encrypted key generated in the final cycle
is converted into a 128 bit offset and the pseudorandom generator is initialized. The PAH, NOF
are embedded first and the pixel locations where these information is stored is maintained in a set
‘s’ this is done to avoid reusing the used pixel and color component pair.

4. The key is encrypted and the pseudorandom generator is reinitialized,

(i) Before embedding the PAH and NOF fields.
(ii) Before embedding the DSM, DEM, DCM, LFN, FN, LCFS and CFS fields.
(iii) Before embedding every block of CF data and AC.
(iv) Before embedding the OAH.

5. The block size is 128 bits. The first block of data to be embedded is taken and embedded
inside the cover image as follows:

(i) Every block of data is embedded byte by byte.
(ii) The data is stored by using the least significant bit (LSB) or by using the two LSBs of the color

component or by using either of the two LSBs at random. In case of 8 bit gray scale bitmaps the
data is encoded in the LSB of the 8 bit pixel data. This is indicated by ‘Mode’ in the protocol
format and it varies for every file that is embedded, for a particular file the mode is selected at
random.

(iii) A byte of data is split into 8 parts of 1 bit each or 4 parts of two bits each based on the number
of LSB used. Each part is stored in the LSB of the color component.

(iv) A pixel is selected at random by randomly selecting a row ‘r’ and column ‘c’. In case of 24 bit
images the color components present in the pixel in terms of red, green and blue are obtained.
In case of 8 bit gray scale the 8 pixel data is obtained.
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(v) In case of 24 bit images, a color component is selected at random and the data is embedded
in the LSB. The color value is computed from the new color component values and restored.
In case of 8 bit gray scale images the data is embedded in the LSB and the new color value is
restored.

(vi) When a row, column and color component are selected at random the algorithm must ensure
that the selected values are new since reusing the already used row, column and color component
damages the already stored data.

(vii) This is handled by maintaining a set ‘s’ that contains the already selected values. When new
values of row, column and color component are selected at random they are compared with the
values in the set. If the values are new then the data is stored in the selected location, else the
algorithm finds an unused position.

(vii) Thus the data block is embedded into the image based on the protocol format.

5. The next block of data to be embedded is obtained. The encrypted key used for the previous
block is again encrypted and the 128 bit offset value is again computed. This is used to initialize
the pseudorandom generator before embedding the next block of data. If the data is not exact
multiple of 128 bits then the last block has less than 128 bits. Thus the entire data is split into
blocks and embedded into the image. (Other image formats such as JPEG and GIF can be used as
cover images but needs to be converted to bitmap before embedding data).

(b) Data extraction procedure

The set of files ‘F’ are extracted from the stego image ‘S’ using the key ‘K’ and the number of
encryption cycles for the stego key encryption ‘N’.

The steps involved in the data extraction procedure are as follows:
1. The key ‘K’ is converted into a 128 bit offset value using MD5 hashing algorithm. This 128 bit

value is used as seed to initialize a pseudorandom generator and the key is encrypted by performing
a XOR operation between every byte in the key and a randomly selected value between 0 and 255.
The entire key is encrypted in a similar manner.

2. The encryption of the key takes place for ‘N’ cycles specified by the user. The encrypted key
generated in each cycle is converted into a 128 bit offset and used to initialize the pseudorandom
generator for the next cycle of key encryption. After the specified number of encryption cycles the
encrypted key generated in the final cycle is converted into a 128 bit offset. The pseudorandom
number generator is reinitialized in the same way as during data embedding, there by producing
the same sequence of random numbers.

3. The PAH is extracted from the image, the receiver password is hashed using SHA-1 and
compared with the PAH. If both are same then the data extraction is performed. The NOF gives
us the number of files to be extracted. The DSM decides how the data is extracted. The DEM decides
the cryptographic algorithm for decryption and the DCM decides the compression algorithm to be
used for decompression of the extracted file. As in the embedding process a set ‘s’ is maintained
which contains the location from which data was extracted.

4. The same row, column and the color component which were selected during the data embed-
ding process will be selected since the same seed is given to the pseudorandom generator. The data
is extracted byte by byte until one block of data is extracted. The compressed file is extracted from
the image block by block. One block of data is extracted byte by byte.

5. The encrypted key used for the previous block is again encrypted and the 128 bit offset value
is again computed. This is used to initialize the pseudorandom generator before extracting the next
block of data.

6. The entire data is extracted in a similar manner. The files are saved separately and their
integrity is checked by comparing the computed checksum and original checksum. The OAC is
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used for overall data integrity check. Then the files are decrypted and decompressed based on their
DEM and DCM.

Thus multiple files can be embedded into and extracted from the image. One more way of
embedding is selecting a byte of pixel data from the file at random leaving the image file header
and color palette information (if any) present in the file. The same protocol format can be used
in that case. This protocol format can also be used for data embedding/extraction in other media
like audio and video. It can be used with other techniques viz. frequency domain techniques.

Data embedding / extraction based on Region of Interest (ROI) - In a medical image, the
data can be encoded in the region other than the ROI. This is done in order to avoid the critical
region of the image getting affected by the data embedding process. The ROI can be user defined or
edge detection techniques can be used to identify the non-critical region and data can be embedded
in that region. The image can be divided into many regions and data can be embedded redundantly
inside the image to withstand attacks.

4. TEST RESULTS

The test result is shown below. 16 KB of data was embedded inside an image with dimensions
230 X 230 (24 bit color bitmap). The figure also shows the histogram of the color channels with
the mean, standard deviation and median of color components before and after embedding data in
the image. There is very little difference between the mean and the standard deviation values of
the original and the stego image, indicating uniform distribution of data.

Fig. 3. Image Analysis

The Table 1 and graph in Fig. 4 below show the variation in Root Mean Square Error (RMSE) of
the three color channels (RGB) between the original and the stego image with variation is amount
of the embedded data, in 1 LSB and 2 LSB modes.
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Table 1. File Size (in B) and Root Mean Square Error Values

Fig. 4. Root Mean Square Error Comparison

5. CONCLUSION

The proposed method provides acceptable image quality with very little distortion in the image.
It also provides provision for multiple files of any format to be embedded inside the image. The
data is embedded in a randomized manner. The advantage of the proposed protocol format is that,
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it can be used for data embedding in other media and also with other steganographic techniques.
The proposed framework allows a plug and play feature for using any combination of cryptographic,
hashing and random number generation algorithms.
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